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Abstract

Underpinned by the rise in online criminality, the payment card industry (PCI) data security standards (DSS) were introduced which outlines a subset of the core principals and requirements that must be followed, including precautions relating to the software that processes credit card data. The necessity to implement these requirements in existing software applications can present software owners and developers with a range of issues. We present here a generic solution to the sensitive issue of PCI compliance where aspect oriented programming (AOP) can be applied to meet the requirement of masking the primary account number (PAN). Our architecture allows a definite amount of code to be added which intercepts all the methods specified in the aspect, regardless of future additions to the system thus reducing the amount of work required to the maintain aspect. We believe that the concepts here will provide an insight into how to approach the PCI requirements to undertake the task. The software artefact should also serve as a guide to developers attempting to implement new applications, where security and design are fundamental elements that should be considered through each phase of the software development lifecycle and not as an afterthought.
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1. Introduction

Credit card usage has increased and as a consequence, so has credit card fraud. The iC³, a partnership between the FBI and National White Collar Crime Centre in the US, placed credit card fraud third on its list of reported claims [1]. In an effort to combat this, the founding brands of the Payment Card Industry Security Standards Council (PCI SSC); American Express, Discover Financial Services, JCB International, MasterCard Worldwide and Visa Inc., produced the PCI data security standard (PCI DSS). The purpose of the PCI DSS is to help facilitate the adoption of security standards and reduce card fraud [2]. To assist the various stakeholders within the payment card industry, the PCI SSC released the PCI DSS, updated to
version 1.2 in October 2008 [3]. The document is a set of comprehensive requirements for enhancing payment account data security. The standard incorporates existing standards such as Visa’s Cardholder Information Security Program (CISP) and MasterCard’s Site Data Protection (SDP) into a universal standard to be adopted by all stakeholders involved in the payment card industry. The PCI DSS consists of a core set of principles and requirements that must be followed to achieve PCI compliance. The PCIS DSS document expands on each of the requirements by explaining them in greater detail and outlining testing procedures to be put in place to ensure each of the requirements are met. These tests must be passed on an annual basis to retain compliance. The PCI DSS splits the stakeholders within the payment card industry into levels depending on the volume of their annual transactions [4].

The standards are then enforced by each payment card brand through their individual programs like CISP and SDP. The PCI Security Standards Council themselves do not impose penalties or deadlines; this is left to the discretion of the payment card companies to enforce the standards. To show their commitment to the requirements, it was widely reported that Master Card introduced fines of up to $375,000 per year for non-compliance. The high profile of card information thefts has also seen 38 US States adopt laws putting the onus on the merchant to contact customers whose data has been breached [5]. The requirements cover all aspects of credit card usage from the building of secure networks to the creation and maintenance of an Information Security Policy. It is important from a business’s overall perspective that all of the requirements are adhered to. However for the purpose of this research only requirements pertinent to software design will be investigated.

The PCI DSS is available from the PCI security standards council website. The document lists the 12 requirements that must be followed to ensure PCI compliance [6]. Developers can use the PCI DSS as a guide when building new software to ensure it complies with the standards. The problem arises in systems that have been in existence before the PCI DSS was produced. We endeavour here in this work to find the most suitable solution to this problem. Over the years, there have been many solutions proposed to solve the problems of securing older systems. These solutions have included rebuilding or wrapping entire systems with newer technologies, using middleware technologies or ‘crosscutting’ technologies such as aspect orientated programming along with various cryptographic methodologies. Each of the proposed solutions has their advantages and disadvantages. This research seeks to ascertain the most viable solution to the PCI DSS problem within existing applications.

2. PCI DSS Software Compliance

There are two main areas to be addressed when applying the PCI DSS requirements to a software application. The first is the displaying of sensitive information being processed or transmitted by the application and the second is the storing of sensitive data within the application. Blackwell [7] argues that PCI DSS offers a false sense of security to clients. The argument being that despite all the technical controls, insiders provide the principal threat to card information theft. Another threat is the theft of hardware devices. A car stolen in 2006 containing the laptop of an Ernst & Young employee resulted in the loss of card information of 243,000 Hotel.com users [8]. Requirement 3 in the PCI DSS looks to avoid such scenarios – “If an intruder circumvents other network security controls and gains access to encrypted data, without the proper cryptographic keys, the data is unreadable and unusable to that person” [9].

<table>
<thead>
<tr>
<th>Data Element</th>
<th>Storage Permitted</th>
<th>Protection Required</th>
<th>PCI DSS Req. 3.4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cardholder Data</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Primary Account Number (PAN)</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Cardholder Name</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Service Code</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Expiration Date</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Sensitive Authentication Data</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Full Magnetic Stripe Data</td>
<td>No</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>CAV2/CVC2/CVV2/CID</td>
<td>No</td>
<td>N/A</td>
<td>N/A</td>
</tr>
<tr>
<td>PIN/PIN Block</td>
<td>No</td>
<td>N/A</td>
<td>N/A</td>
</tr>
</tbody>
</table>

Table 1. Credit Card elements [9]
This requirement looks to mask any occurrences of the primary account number (PAN) throughout the system, as well as encrypting any sensitive data that is stored. Table 1 illustrates how each credit card element must be treated.

The PCI DSS requirements and security assessment procedures document contains a detailed explanation on how each requirement must be implemented. Software developers must then decide on the most appropriate method to retrofit them into the existing system. Some of the main problems facing development teams when retrofitting systems with new features include code bloat and a design structure lacking continuity, mainly due to bug fixes which hinder code readability [10]. Furthermore the lack of subject matter experts (SME’s), any of the original developers or up to date documentation makes the task even more difficult. Over the years there have been many approaches to add additional functionality such as extra security to older systems. PCI DSS requirements can be applied by modifying the original code. This however is generally unrealistic due to system size and complexity. For large systems this could mean the addition of thousands of lines of code, resulting in code bloat and the mixing of application code and security code, known as code tangling. More importantly, the disruption of already working code can lead to problems such as bugs and inefficient code. This therefore is an unwieldy approach for implementing PCI DSS requirements within enterprise applications. Middleware technologies like common object request broker architecture (CORBA) have also been used to bridge the gap between incompatible systems. Working on the basis of [11] adapter pattern, CORBA was initially designed to allow interoperability between non compatible systems but as a result security features were limited. The need for additional features such as security has increased the complexity of middleware standards [12]. These drawbacks, along with high running costs and tight coupling make CORBA an unsuitable solution to incorporate the PCI DSS requirements [13].

The emergence of web services has also allowed developers to extend older legacy systems. Legacy systems can be ‘wrapped’ within a web service [14]. This approach removes some of the problems associated with middleware technology including loose coupling and a reduction in complexity. Web services also offer established security standards and mechanisms such as web service (WS) security and WS security policy [15]. While securing data transmissions, web services can fall short when implementing the PCI DSS Requirements. The issue of securing processed data is not directly addressed. To mask sensitive data, developers may have to tinker with the existing code and this can have a knock-on effect on the system. Although each of the technologies discussed have their merits, none of them produce the complete solution. More recently, developers have looked to aspect orientated programming (AOP) as a more elegant solution to such problems. AOP eradicates the problems associated with the previously proposed solutions. AOP can support separation of concerns by modularizing these crosscutting concerns into aspects [16]. This will allow the implementing of the PCI DSS requirements separate from the existing code, reducing the complexity of the system and code bloat. It also allows for a more maintainable and flexible system where changes made in the aspect can reach across all relevant areas of the system [17].

2.1 Storing Data

The PCI DSS requirements also state that credit card information should only be stored if it is absolutely necessary. Any information stored must be made unreadable by use of one-way hash functions, strong cryptography, truncation, index tokens and securely stored pad. Proper key management procedures must be followed in generating cryptographic keys and protecting the keys [9]. There is no definitive guide on how to implement the database encryption requirement of the PCI DSS. There are many factors to consider including the database in use, connections, size and the code to access the database. The easiest technique to protect the PAN would be truncation or one way hash systems. Although these secure the information, they are irreversible techniques. This leaves the information redundant as the original values cannot be retrieved. If these techniques are being employed, developers must question the need to store this redundant data. Encryption within a software system offers high levels of security and confidence. Sensitive information can be encrypted at entry into the system and decrypted upon exit. This protects the data throughout the system including outputs into log files, debug statements and database or file storage. It ensures that even an inadvertent information leak is secure as the data is encrypted at all times. When building a system from scratch this is undoubtedly one of the best techniques. However to refit this model into an
already existing system is impracticable. AOP could be implemented to encrypt/decrypt information at entry and exit points. The encrypted fields however would require their data types and sizes to be changed throughout the system along with each of the corresponding database fields [18].

Transparent database encryption (TDE) is another method of database encryption that is generally carried out at column level. The data is encrypted before it is written and decrypted after it is read from the database. This method is described as transparent as it requires no changes to the application code making it easier to implement in legacy systems. There are however trade-offs including performance hits. This is mainly attributed to how the data to be encrypted is intercepted and then written to the database. There is no one solution to employing database encryption and many methods may have to be explored before a suitable solution is discovered [19].

Determining the method to use when applying encryption is only a fragment of the overall solution. Key Management including key creation, storage, distribution, recovery and destruction are critical to cryptosystem security and all these must be addressed to ensure PCI DSS compliance. Although not specific, the PCI DSS outlines in detail the requirements of the key management process. Strong key generation is vital to the security of a cryptosystem. Weak keys are vulnerable to attack and if deciphered give attackers access to encrypted information. Encryption keys are generated out of large relatively prime numbers and it is important that the correct procedures are followed to create them properly. The PCI Glossary outlines the cryptographic methods to be used along with their corresponding key size. The requirements do however state that split knowledge or dual control of keys are applied. This requires the generation of key components which are divided between individuals. All components are required to form the key and no single component provides knowledge of the key. Split knowledge prevents the creation of a ‘super user’ who would have unrestricted access to any encrypted information. It can also protect systems from malicious employees and potential attacks by storing the key components in separate locations. This technique is generally used for ‘master keys’ which are used to provide protection to the underlying keys which encrypt the information [20]. The holders of the keys must also sign a form stating that they understand their responsibilities as key custodians [20].

Generated keys must be then stored in a secure location. Forms of storage include external hardware security module (HSM) or external software. HSM’s are regarded as a high form of security as they undergo rigorous certification including FIPS 140-1/2 [20]. External software can provide similar levels of security without incurring similar costs. Requirements also recommend that keys are stored in the ‘fewest possible locations and forms’ [9]. A single centralized location with a backup would be the fewest storage locations possible. This may work for smaller applications but larger systems need to assess traffic and storage volumes as one centralised key store could lead to bottlenecks. Another security approach is to restrict access to the secure location. Access should only be granted on a ‘need-to-know’ basis and must be ‘managed independently of native operating system access control mechanisms’ [21].

This requirement outlines the need for an extra level of security before users can get access to the keys. To complement this, access logs should also be recorded and kept in a separate location that key holders cannot access. The key management process must also allow older or compromised keys to be replaced. As with all products, encryption keys have a lifespan and given enough time a key can be cracked. For this reason the PCI DSS requires the re-keying at least once a year. Like other PCI DSS requirements, there is no set answer to this requirement. It is a topic that must be investigated and a policy put in place to outline the procedure. Re-encrypting data with new keys on a regular basis is both costly and time consuming. Alternatively adding extra keys requires more space and could complicate the process. If a key is compromised, all the corresponding information must be re-encrypted with a new key and the old key must be destroyed to prevent further impact. Policies and procedures must also be put in place to prevent the substitution of unauthorised keys. Measures already outlined such as key splitting, strong access controls, logs along with regular audits should help in the prevention of substitution attacks. It is up to the parties involved to consider all the relevant factors and to strike a balance. Following the PCI DSS may not necessarily be enough to secure a system. Underlying security threats such as the systems vulnerability to SQL Injection attacks must also be addressed. Issues like this could jeopardise the entire PCI...
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compliance and should also be reviewed. When a company is satisfied with the key management structure, it must all be documented to adhere to PCI DSS requirements.

2.2 PCI Compliance

The PCI DSS applies to all UK Level 1 merchants (those processing over 6 million annual transactions) since September 2010. A 2010 survey indicated that 58% of these audited merchants were compliant; this however only represents 11% of the UK organisations processing credit and debit card data although most companies aspire to be PCI compliant, there are issues [21]. Despite the obvious costs incurred in becoming PCI compliant, it is not regarded as a reason for non-compliance. The costs for non-compliance are often greater than the costs of implementing it. Non-compliance can lead to substantial fines but more importantly, a potential loss of business. This is a real threat to companies as the US National Archives & Records Administration reports that 50% of businesses that lose their critical data for 10 days or more have to file for bankruptcy immediately. A possible reason for the high non-compliance may be the sheer volume of the requirements. From a high level there are only 12 core requirements. However, each requirement has a number of sub requirements resulting in a total of 214 issues to be addressed. Furthermore, there are no recommended implementations for every requirement, which can lead to ambiguity for companies who lack the technical knowledge to implement them. This ambiguity could be regarded as another possible reason for the non-compliance statistics.

Due to this lack of technical knowledge, many businesses outsource their security needs. With some of the requirements open to interpretation, a range of solutions are offered making it difficult for businesses to choose a suitable solution provider. Each of the offered solutions differs due to the ambiguity of the requirements. This can make the task of employing a suitable PCI DSS solution provider both time consuming and frustrating for small businesses. The outsourcing or buying commercial off the shelf (COTS) solutions to solve PCI compliance can also be problematic. As security controls tighten, attackers become more inventive to find ways around these new controls. These solutions are secure at a point in time but as attacks become more advanced the requirements and security controls need updating. As a result of this, the changing requirements are also regarded as a non-compliance factor.

Recent reports suggest that organisations who suffered breaches were 50% more likely to be non PCI compliant [21]. Some claim that all the PCI DSS only offers users a ‘false sense of security’ as there are ways around the security controls [7]. An attack on Hannaford Brothers, a PCI compliant company lends some belief to these claims. The sophisticated attack captured 4.2 million credit card details as it was transmitted from the store and the credit card company [8]. This did not help the enforcement of the standard and may be viewed by some smaller customers as another reason to avoid the costs of compliance. These are some of the potential reasons outlined for the high non-compliance rate amongst companies. However with the statistics showing the costs of a data breach, coupled with the fines from the credit card companies, the PCI DSS should see a higher adoption rate in the future. The security of sensitive information is a continuous process. Companies that make the effort to become compliant must monitor their security on a regular basis and not just strive to meet the requirements for their annual audit.

3. PCI DSS Experimental System

For the purpose of this task, a non-compliant ‘Prototype’ system was developed. An overview of the system and a diagram of its flow is provided in Figure 1. It is based on an airline system that takes mocked up API (Advanced Passenger Files) as input and returns XML files as output. The assumption was made that any sensitive data was required by downstream applications and so it was not masked in the input or output files and would be securely transmitted. The system polls the input directory for any new files and depending on the file type the file is processed. Input files are parsed, converted into Java objects and stored in a database using Hibernate’s object-relational mapping (ORM) framework. All passenger data was stored in one large table, this could be normalised, but was not significant to the process of the project. The presence of a ‘.req’ file in the input directory indicates a request for data and so the information is read from the database. The data is then converted into an XML format using
JAXB and written to the output directory. Logging is carried out throughout the system, documenting all forms of information including debugging and error messages.

The system follows a very general flow incorporating a database with input and output files, allowing it to be easily interpreted and related to almost any Enterprise Application. Technologies such as JAXB, Maven, Log4j, Java configuration and Hibernate were intentionally incorporated as they are all widely used within Enterprise Applications; however specific requirements such as business rules were omitted to allow a greater focus on the implementation of the PCI Requirements. The implementation of the PCI Requirements should have a minimum impact on this functionality. The requirements will also look to be implemented in a generic fashion so as to apply broadly to most Enterprise Applications. The two main areas to be addressed within the system to meet PCI compliance are; masking the PAN anywhere it is exposed and rendering the PAN unreadable anywhere it is stored.

3.1 Masking the PAN

The ‘Masking the PAN’ requirement is very general as the PAN can be exposed in numerous locations. Based on the design of this system, two main areas of potential exposure were identified as log files and console outputs. Although these are the only two areas being addressed here, the ability of Aspect Orientated Programming to address cross-cutting concerns autonomously should permit it to provide similar solutions across other areas. This capability will allow these concerns to be broadly addressed, without the time consuming effort of having to deal with each one individually. Aspect Orientated Programming can be accomplished using either Spring AOP or AspectJ. Spring AOP is generally regarded as the easier of the two to implement as it does not require the introduction of AspectJ compiler into the build process [21].

Spring AOP is an XML ‘proxy-based’ technique as it is based on the Decorator Pattern, a form of the Proxy Pattern. This allows the Spring AOP to create a subclass of the original class at runtime. The newly created subclass, containing the aspect advice, then delegates operations to the original object. This process has the potential to cause some performance overhead due to the extra creation of classes. Spring AOP also has limits to as to what Pointcuts can be intercepted, restricting its overall usage. AspectJ has no such limitations supporting all types of Pointcuts and the use of a build tool such as Maven permits easy integration of the compiler, subject to popular views. The compiler facilitates the weaving of the aspect elements into the code at runtime. AspectJ also enables all the aspect elements to be encapsulated in a class type format which reduces the impact on the original system. This also improves security as all the elements are contained within the code and cannot be easily tampered with, as opposed to Spring AOP XML files. AspectJ allows easy integration of both
compile and post-compile time weaving, where compile time weaving allows advice to be
weaved into a program during compilation and post-compile time weaving allows advice to be
weaved into already existing jar files [3]. After the analysis, AspectJ was determined as the
better approach to solving the ‘Masking the PAN’ requirement.

3.2 Rendering PAN unreadable during storage
To render the PAN unreadable, a form of encryption must be applied. There are many
forms of encryption and encryption techniques. The merits of each will be discussed in this
section. The PCI DSS offers examples of “Approved Standards” that can be used to gain PCI
Compliance. The Approved Standards include both symmetric and asymmetric algorithms
including AES and RSA. Since the design of this system has only one application accessing the
database, this removes the need for key distribution and allows for the secure implementation of
symmetric encryption. The AES algorithm was chosen over the Triple DES algorithm as it is
regarded as a being a faster more efficient algorithm and is regarded by NIST as Triple DES’
successor [21]. The advanced encryption standard is also recommended by open web
application security project (OWASP) in 2009.

To achieve transparent encryption the use of Hibernate user defined types were
investigated. User defined types, amongst other things, can let information be accessed or
manipulated just before reading or writing to the database. This technique utilises Hibernate
mapping files, Hibernate annotations and Java classes. Fields requiring encryption are identified
using the annotations and these references the type definition in the Hibernate mapping file,
which in turn references the Java class. This framework allows values to be easily manipulated
before being read or written to the database giving the developer full control of the data. Java
Simplified Encryption (Jasypt) also offers a form of transparent database encryption using
password based encryption. However after some analysis of Jasypt, it was concluded that it
would not offer as much control as Hibernates user defined types.

The Java platform offers a KeyStore class that represents a storage facility for
cryptographic keys (Java 6 API) in 2010. The class also provides an administrative tool called
‘keytool’ which allows administrators full control over all keys within the key store. There are
three types of key store algorithms; JKS, JCEKS and PKCS12. JKS is the default algorithm
however it does not support the storage of secret keys, while the PKCS algorithm does not
support a fully functional key store. JCEKS provides storage for secret keys and users a
stronger encryption than JKS and for these reasons the JCEKS was preferred (Java Security,
2001). The keytool allows administrators to create or manipulate keys outside of the system, but
the application will also need access to the keys to encrypt/decrypt data. The parameters
required to retrieve the secret key from the key store are; the location and password of the key
store along with the key’s alias and password. These parameters can be stored in a
configuration file to allow the keys to be easily rotated, but must be encrypted to prevent
unauthorized usage. To perform this task, a form of password based encryption
‘PBEWithMD5AndDES’ was researched. The encrypted data read from the configuration file will
be decrypted with this algorithm and the values can then be used to retrieve the keys from the
key store. The decryption will be carried out within the system to prevent the algorithm being
revealed. With all the elements involved in the encryption process, the design strategy was
analysed to ensure it was both solid and efficient.

3.3 System Implementation
The first step in implementing AOP was to add the AspectJ compiler to the build path.
As the Maven build tool was used to build the system, the AspectJ compiler was easily added
as a dependency to the POM file. The autonomous nature of AOP allowed the aspect to be
added as an independent package to the existing system code system. The aspect was
composed of two main elements; the Pointcut, the Advice. The next process was to implement
the aspects for the runtime and post-runtime weaving. A separate aspect was defined to mask
the PAN within the log file and the console. Runtime weaving was implemented to mask the
PAN within the console. The key to achieving a solution to rendering the PAN unreadable when
stored was to ensure all the required elements fitted together cohesively. The Singleton Pattern
was implemented first to provide a framework for which to base the cryptography upon. The
class that loads the required encryption parameters would follow this pattern for efficiency
purposes. To achieve the Singleton Pattern the Encryption Properties class was created with a
private constructor and a public method getProperties(). The encryption properties method checked to see if the static object 'encProperties' was initialised and if not, it was populated it with the values from the encryption properties file. Once the object was initialised it remained in memory and was returned from any further calls to the method, enforcing the Singleton Pattern. The 'loadEncProperties' loaded four parameters from the configuration file: key password, key alias, store location and store password. The use of the configuration file allowed the keystore and its contents to be easily manipulated for key rotation and security reasons. This feature, although useful, required an extra layer of security as these values could not be stored in plaintext. The parameters were not explicitly labelled within the properties to avoid them being easily distinguished or recognised. Storing the values this way made it easier for the administrator to perform key rotation or modify the key store in any way. To enable key rotation an extra class was added to allow the administrator to generate new configuration file values.

The class was created with a 'main method' to allow it to be run from the command line. The method accepted all four parameters required for the encryption configuration file, along with the administrator's password. Once the password was verified, the method encrypted the values and output them to the administrator via the console. These encrypted values were then decrypted within the password encryption class using 'PBEWithMD5AndDES' cryptography as defined in the analysis. The decrypted values were set in the 'encProperties' object and returned to the Encryption class. The Encryption class then used the object to retrieve the related key from the key store via the Key Store Retriever class. If the secret key was successfully retrieved, values were encrypted or decrypted as necessary. As with all Java applications, all checked errors had to be dealt with, resulting in them being caught. However, a caught exception within the cryptosystem could mean a configuration file was tampered with. Considering this threat, anytime an exception was caught the error was logged and the system shutdown immediately. As identified in the analysis, Hibernate user types were used to implement a form of cryptography transparency. The key element in this process was the creation of the user type in the Hibernate mapping file. The declaration in the mapping file associates the annotation 'encryptString' to the class 'EncryptedStringUserType'. This type definition declared in the Hibernate mapping file allowed any attribute proceeded by the annotation to be passed to the 'EncryptedStringUserType' class. The class implements the user type class, overrides the Hibernate 'nullSafeSet' methods to permitting the re-direct of the string values to the cryptosystem. This methodology permitted encryption to be incorporated within the system by simply adding the annotation above the attribute to be encrypted, thus introducing transparent data encryption into the prototype system.

4. Results and Discussion

The testing of the finished article was an important aspect of the implementation of the PCI Requirements. Testing was carried out to ensure that the additional enhancements meet the requirements and also to evaluate the impact of these on the original prototype system. To measure the tests, each test was carried out on the original Prototype system and then the PCI_DSS system, containing the PCI enhancements. To assist with testing, two additional applications were created. The 'GenerateFile' application was used to create input API files for the system. This application generates API files of a specified size, populating the details with random strings or digits where appropriate. An application called the 'LogFileChecker' was also designed to assist with testing. The application accepts a file as input and scans it, printing out a list of potential credit card entries and total amount found.

4.1 Masking the PAN

The testing of this requirement incorporated the testing of the contents of the generated log file and the console. To maximise the amount of log entries, debugging level was set to 'ALL' within the Log4j configuration properties file on both systems. An API file consisting of 10 passengers was generated using the File Generator application and run through both systems, with each system generating a log file. Firstly the log file generated by the Prototype system was run through the LogFileChecker. The result was 31 potential occurrences of credit card numbers exposed within the log file, as shown in Figure 2. The output was manually verified to confirm that of 31 occurrences, 30 were actual credit card numbers with the final entry being a
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file processed by the system. Furthermore it was confirmed that there were 10 unique credit card numbers within the results, equating to the 10 credit entries in the API file processed. The log file generated by the PCI_DSS system was then run through the LogFileChecker. The results were conclusive. The Aspect employed to mask the PAN within the log files masked all potential credit card entries in the log file. This resulted in 100% coverage in masking the PAN. The masking of the additional entry provided a false negative, giving a margin of error of only 3.23%.

A similar test was carried out to ensure the console output was masked, by re-running the API files through the system again. Console output is generally limited within Enterprise Applications, so for testing purposes all files read by the system and the creation of Passenger objects were output to the console. The console outputs of each system was saved as a text file and again run through the LogFileChecker, as shown Figure 3. The result was the detection of 11 potential credit card numbers, once again matching the 10 numbers in the API file, as shown Figure 4. Again the additional entry was a file processed by the system. The console output from the PCI_DSS system was run through the LogFileChecker, as shown Figure 5.

Yet again the tests were conclusive, with 100% of potential credit cards masked and a false-negative margin of error of less that 1%. Based on the results, it was concluded that the use of Aspect Orientated Programming to meet the requirement of masking the PAN was a resounding success. All potential threats were masked within the system without effecting the original system code or flow.
4.2 Rendering the PAN unreadable where stored

The purpose of this testing was to confirm that the cryptosystem employed encrypted the data at rest. This testing was carried out via the MySQL console to prove that all attributes preceded by the Hibernate User Type annotation were encrypted within the database. The attributes in question were the passenger’s surname, credit card number and credit card type. The MySQL console was used as it gave an exact reading of the information within the database. The API file was run through the Prototype system. After the files were written to the database, they were retrieved using MySQL. Figure 6 displays a selection of the database contents after the API file was processed by the Prototype system. The values of each row were manually checked against the data in the API file to confirm that they matched. The same file was then processed by the PCI_DSS system.

![Figure 6. MySQL output (prototype)](image)

The output from the MySQL query is illustrated in Figure 7. The differences between the two queries can be seen instantly. The fields assigned for encryption are all encrypted, while the remaining fields are still in plaintext. Testing was also carried out to ensure that the cryptographic process implemented had no adverse effects on the data output. This was tested by carrying out end to end test, ensuring that the data in the system generated XML output file matched that input in the API file. As stated previously it was assumed that the data was required to appear in plaintext and so the output XML could be compared with the API file input. A manual comparison of the files confirmed that all the data was correct and accounted for. This test also confirmed that cryptosystem had no adverse effect on the data. Based on the tests carried out, it was concluded that the cryptographic technique employed was a success. The technique provided transparent database encryption, with the minimal impact on the existing and no impact on the data being processed.

![Figure 7. MySQL output (PCI_DSS)](image)
4.3 Performance Testing

To gauge the impact of the added functionality to the prototype system, performance tests recording the times taken to perform a read and write request were recorded. Three files were created consisting of 10, 100 and 500 passengers. Each file was processed through the Prototype and PCI_DSS systems a total of ten times to get a more concise reading.

<table>
<thead>
<tr>
<th></th>
<th>Max Time (ms)</th>
<th>Min Time (ms)</th>
<th>Average Time (ms)</th>
<th>% Difference</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Prototype</td>
<td>PCI_DSS</td>
<td>Prototype</td>
<td>PCI_DSS</td>
</tr>
<tr>
<td>10 PAX</td>
<td>1945</td>
<td>2782</td>
<td>1609</td>
<td>2348</td>
</tr>
<tr>
<td>100 PAX</td>
<td>2766</td>
<td>4027</td>
<td>2530</td>
<td>3512</td>
</tr>
<tr>
<td>500 PAX</td>
<td>4413</td>
<td>6144</td>
<td>4022</td>
<td>5869</td>
</tr>
</tbody>
</table>

As expected, the addition of the two aspects and the Hibernate user type had an effect on the systems performance. The average performance hit over the three test files was an increase in processing time of 70%. This although substantial equates to approximately an extra 2 seconds on the processing of a file containing 500 passengers. Based on recent statistics (Airports Council International, 2009), the world’s busiest airport processed on average 255,000 passengers a day. If all these passengers were to be processed, the system would take approximately an extra 17 minutes over the course of the 24 hrs. Based on these statistics, 70% is quite a large increase in processing time, however based on actual time they do not appear as dramatic, as Table 2. It was accepted that there was always going to be a performance hit, but based on the actual increase in processing time they could be deemed acceptable when the end result is PCI compliance and the improvement in security of the overall system. When all testing was taken into account the application of the PCI requirements was considered a success. Each of the solutions worked as expected and stood up to any tests carried out. The one pitfall was the hit in performance, however as stated previously, it was a small price to pay for compliance.

5. Conclusion

This research offered a generic solution to the highly sensitive issue of PCI Compliance. This is a real world software development problem which requires careful analysis and implementation, especially within existing systems. Although PCI is a common problem there has never been a clearly defined way in which to address it, due mainly to the diversity of such applications. Aspect Orientated Programming was applied to meet the requirement of masking the PAN. AOP is often regarded as a new technology, with many developers unsure how best to apply it within projects. It has been effectively used for auditing events in web applications, but its ability to broadly address crosscutting concerns made it ideal for masking the PAN. The architecture allowed a definite amount of code to be added which intercepted all the methods specified in the aspect, regardless of future additions to the system. This reduces the amount of work required to the maintain aspect, always an important consideration when developing software. The implementation of AOP to meet PCI Requirements within the system was not a clear-cut exercise and raised many design considerations. Two chief considerations were allowing the end user to configure the fields to be masked and the use of specific regular expressions to mask digits. Both considerations were analysed and upon discussion with industry experts, it was reasoned that their inclusion would reduce the systems security and undo the effectiveness of AOP by trying to mask specific fields.

Despite the effort to strive for a totally secure system, it has to be acknowledged that this is not a possibility. Despite the application of all possible security controls, these can easily be circumvented by one dishonest employee in a position of power. This is a good lesson to take from the implementation of security features as the amount of time spent implementing the security does not necessarily reflect the actual increase in security. The decrease in performance, although expected was an interesting result within the testing. As with all code changes there is always going to be trade-offs. Although disappointing, when the positives were considered this was brought into perspective. The implementation of the requirements added an additional 600 lines of code. Considering that these lines cover the requirements, regardless of
how much the system was to grow, it can be regarded as a success in terms of code bloat and maintainability. Software artefacts can differ radically meaning that each system must be taken on its merits. PCI is not something that can be taken lightly as outlined in the possible fines that can be incurred. Based on this and the effort to implement PCI requirements into a simple application in this research, enterprises involved should be aware of the enormity of the task and not undertake it lightly. We believe that the concepts here will provide an insight into how to approach the PCI requirements for others seeking to undertake the task. The software artefact should also serve as a guide to developers attempting to implement new applications, where security and design are fundamental elements that should be considered through each phase of the software development lifecycle and not as an afterthought.
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